**Marco Teórico.**

En esta práctica se implementa un algoritmo genético para la optimización de funciones matemáticas complejas, utilizando dos funciones de prueba clásicas: la función de Ackley y la función de Rastrigin. Estas funciones son comúnmente empleadas para evaluar el rendimiento de los algoritmos de optimización debido a sus características de multimodalidad, es decir, la presencia de múltiples mínimos locales que dificultan la convergencia hacia el óptimo global.

Un algoritmo genético es un algoritmo de optimización inspirado en los principios de la evolución natural, como la selección, el cruce y la mutación. En este enfoque, una población de posibles soluciones (cromosomas) evoluciona con el tiempo para mejorar sus características según una función de aptitud (fitness). Cada cromosoma está representado por una cadena binaria que codifica una solución potencial al problema.

En el contexto de esta práctica, se utilizan las siguientes funciones de prueba:

* Función de Ackley: Esta función tiene múltiples mínimos locales y es utilizada para probar la capacidad de un algoritmo para escapar de estos puntos y encontrar el mínimo global. La función se define en dos dimensiones y su expresión matemática incluye un término exponencial y uno trigonométrico, lo que la hace especialmente desafiante para algoritmos de búsqueda local.
* Función de Rastrigin: Esta función es conocida por su gran cantidad de oscilaciones y mínimos locales, lo que dificulta la optimización. Se define en tres dimensiones y combina componentes cuadráticos con funciones coseno, lo cual aumenta su complejidad y hace que los algoritmos de optimización tiendan a quedarse atrapados en mínimos locales.

Los principales operadores utilizados en el algoritmo genético de esta práctica son:

1. Selección: Se emplea el método de selección por ruleta para elegir los cromosomas que participarán en el proceso de reproducción. Este método favorece a los cromosomas con mejor fitness, pero también da oportunidades a los menos aptos para mantener la diversidad en la población.
2. Cruce (Crossover): Se realiza un cruce de un solo punto, donde se selecciona aleatoriamente un punto en los cromosomas de los padres y se intercambian segmentos para generar dos descendientes. Esto permite la combinación de características de los padres, promoviendo la exploración del espacio de búsqueda.
3. Mutación: Con una probabilidad del 10%, se mutan algunos bits de los cromosomas. La mutación introduce variabilidad aleatoria en la población, ayudando al algoritmo a evitar la convergencia prematura hacia óptimos locales.

El objetivo principal de esta práctica es explorar la capacidad del algoritmo genético para encontrar soluciones cercanas al óptimo global en funciones que presentan retos significativos debido a su estructura compleja. Se busca demostrar la eficacia de la evolución basada en selección, cruce y mutación para espacios de búsqueda con mínimos locales.

**Material y Equipo**

* **Hardware:** Computadora con capacidad para ejecutar Python.
* **Software:**
* Python 3.x
* Google Colab.

**Desarrollo de la practica**

En esta práctica se resolverán dos funciones de prueba clásicas en el ámbito de la optimización: la función de Ackley y la función de Rastrigin. La función de Ackley se caracteriza por tener múltiples mínimos locales que representan un desafío para encontrar el óptimo global, mientras que la función de Rastrigin tiene una gran cantidad de oscilaciones y mínimos locales que dificultan la optimización.

*1. Optimización de la Función de Ackley.*

* Inicialización de Cromosomas: Se generaron cromosomas aleatorios con una longitud fija de 16 bits. La población inicial constó de 10 cromosomas.
* Decodificación de Cromosomas: Los cromosomas fueron decodificados para obtener valores reales que correspondieran al espacio de búsqueda de la función de Ackley. Se utilizó una escala lineal para mapear los bits a valores dentro del rango definido entre -20 y 20.
* Evaluación de la Población: Se evaluaron los cromosomas utilizando la función de Ackley. Para cada cromosoma, se calcularon los valores de fitness de acuerdo con la definición de la función.
* Selección por Ruleta: Se utilizó una estrategia de selección por ruleta para elegir a los padres que participarían en el proceso de cruce y mutación. La selección se basó en el fitness relativo de cada cromosoma.
* Cruce y Mutación: Se aplicó un operador de cruce de un solo punto aleatorio para generar dos nuevos descendientes. Además, se aplicó una probabilidad de mutación del 10% para introducir variación en la población.
* Generación de Nuevas Poblaciones: Se implementó un esquema de elitismo que garantizaba que los dos mejores cromosomas de cada generación se mantuvieran en la siguiente. Las generaciones subsecuentes fueron producidas mediante selección, cruce y mutación hasta alcanzar un número adecuado de iteraciones.
* Resultados Obtenidos: Se observó que el algoritmo logró minimizar la función de Ackley de manera exitosa después de varias generaciones, encontrando un óptimo global cercano al valor teórico.

*Optimización de la Función de Rastrigin.*

* Inicialización de Cromosomas: Se generaron cromosomas aleatorios con una longitud fija de 16 bits. La población inicial constó de 10 cromosomas.
* Decodificación de Cromosomas: Los cromosomas fueron decodificados para obtener valores reales que correspondieran al espacio de búsqueda de la función de Rastrigin. Se utilizó una escala lineal para mapear los bits a valores dentro del rango definido entre -20 y 20.
* Evaluación de la Población: Se evaluaron los cromosomas utilizando la función de Rastrigin. Para cada cromosoma, se calcularon los valores de fitness de acuerdo con la definición de la función.
* Selección por Ruleta: Se utilizó una estrategia de selección por ruleta para elegir a los padres que participarían en el proceso de cruce y mutación. La selección se basó en el fitness relativo de cada cromosoma.
* Cruce y Mutación: Se aplicó un operador de cruce de un solo punto aleatorio para generar dos nuevos descendientes. Además, se aplicó una probabilidad de mutación del 10% para introducir variación en la población.
* Generación de Nuevas Poblaciones: Se implementó un esquema de elitismo que garantizaba que los dos mejores cromosomas de cada generación se mantuvieran en la siguiente. Las generaciones subsecuentes fueron producidas mediante selección, cruce y mutación hasta alcanzar un número adecuado de iteraciones.
* Resultados Obtenidos: En la función de Rastrigin, debido a la gran cantidad de mínimos locales, se observó que el algoritmo a menudo convergía a soluciones subóptimas, demostrando la dificultad de esta función.

**Diagramas, gráficas y pantallas.**

**Figura 1**. Resultado de la primera generación en la optimización de la función de Ackley. Se observa que, en la primera generación, la solución está lejos del mínimo global esperado.
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**Figura 1.**

**Figura 2**. Evolución en la generación 41 de la optimización de la función de Ackley. Se muestra que el algoritmo ha mejorado significativamente y se ha acercado al mínimo global
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**Figura 2.**

**Figura 3**. Resultado de la primera generación en la optimización de la función de Rastrigin. Se observa que en la primera generación, la solución está lejos del mínimo global esperado.
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**Figura 3.**

**Figura 4**. Evolución en la generación 41 de la optimización de la función de Rastrigin. Se muestra que el algoritmo ha mejorado significativamente y se ha acercado al mínimo global.

![](data:image/png;base64,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)

**Figura 4.**

**Conclusiones**

En esta práctica se implementó un algoritmo genético para optimizar funciones matemáticas con características complejas y múltiples mínimos locales. Se observó que el algoritmo genético fue efectivo para encontrar soluciones cercanas al óptimo global en la función de Ackley, mostrando una buena capacidad para explorar el espacio de búsqueda y escapar de mínimos locales. Sin embargo, en la función de Rastrigin, el algoritmo presentó dificultades debido a la gran cantidad de oscilaciones y mínimos locales, lo que lo llevó a converger a soluciones subóptimas en varios casos.

**Bibliografía**

**Genetic Algorithm for Function Optimization - GeeksforGeeks**

* **Autor**: Equipo de GeeksforGeeks
* **Fecha**: 2024
* **Fuente**: <https://www.geeksforgeeks.org/genetic-algorithm/>

**Introduction to Genetic Algorithms - Tutorialspoint**

* **Autor**: Equipo de Tutorialspoint
* **Fecha**: 2024
* **Fuente**: https://www.tutorialspoint.com/genetic\_algorithms/index.htm

**Anexo:**

Código Ackley's and Rastrigin's Functions:

import ipywidgets as widgets

import math

import random

import numpy as np

from functools import cmp\_to\_key

from IPython import display as display

# Parámetros generales

L\_chromosome = 16  # Longitud del cromosoma (bits)

N\_chromosomes = 10  # Número de cromosomas

prob\_m = 0.1  # Probabilidad de mutación

a = -20  # Límite inferior del espacio de búsqueda

b = 20  # Límite superior del espacio de búsqueda

crossover\_point = L\_chromosome // 2  # Punto de cruce

Lwheel = N\_chromosomes \* 10  # Tamaño de la ruleta

n = 0  # Contador de generaciones

# Inicialización de cromosomas

def random\_chromosome*()*:

    return [random.randint(0, 1) for \_ in range(L\_chromosome)]

# Decodificación de cromosomas binarios a valores reales

def decode\_chromosome*(chromosome)*:

    value = 0

    for p in range(L\_chromosome):

        value += (2 \*\* p) \* chromosome[-1 - p]

    return a + (b - a) \* float(value) / (2\*\*L\_chromosome - 1)

# Función de Ackley en 2D

def ackley\_function*(x, y)*:

    term1 = -20 \* math.exp(-0.2 \* math.sqrt(0.5 \* (x\*\*2 + y\*\*2)))

    term2 = -math.exp(0.5 \* (math.cos(2 \* math.pi \* x) + math.cos(2 \* math.pi \* y)))

    return term1 + term2 + 20 + math.e

# Función de Rastrigin en 3D

def rastrigin\_function*(x, y, z)*:

    return 30 + (x\*\*2 - 10 \* math.cos(2 \* math.pi \* x)) + \

           (y\*\*2 - 10 \* math.cos(2 \* math.pi \* y)) + \

           (z\*\*2 - 10 \* math.cos(2 \* math.pi \* z))

# Evaluación de cromosomas para Ackley

def evaluate\_ackley\_population*(population)*:

    fitness\_values = []

    for chrom in population:

        x = decode\_chromosome(chrom)

        y = decode\_chromosome(chrom)

        fitness = ackley\_function(x, y)

        fitness\_values.append(fitness)

    return fitness\_values

# Evaluación de cromosomas para Rastrigin

def evaluate\_rastrigin\_population*(population)*:

    fitness\_values = []

    for chrom in population:

        x = decode\_chromosome(chrom)

        y = decode\_chromosome(chrom)

        z = decode\_chromosome(chrom)

        fitness = rastrigin\_function(x, y, z)

        fitness\_values.append(fitness)

    return fitness\_values

# Selección por ruleta

def create\_wheel*(fitness\_values)*:

    max\_fitness = max(fitness\_values)

    acc = 0

    for fv in fitness\_values:

        acc += max\_fitness - fv

    fraction = [(max\_fitness - fv) / acc for fv in fitness\_values]

    wheel = []

    pc = 0

    for f in fraction:

        Np = int(f \* Lwheel)

        for i in range(Np):

            wheel.append(pc)

        pc += 1

    return wheel

# Operador de cruce y mutación

def crossover\_and\_mutate*(parent1, parent2)*:

    crossover\_point = random.randint(1, L\_chromosome - 2)

    offspring1 = parent1[:crossover\_point] + parent2[crossover\_point:]

    offspring2 = parent2[:crossover\_point] + parent1[crossover\_point:]

    # Mutación

    for i in range(L\_chromosome):

        if random.random() < prob\_m:

            offspring1[i] ^= 1

        if random.random() < prob\_m:

            offspring2[i] ^= 1

    return offspring1, offspring2

# Creación de la nueva generación

def next\_generation*(population, fitness\_function)*:

    fitness\_values = fitness\_function(population)

    population.sort(key=lambda chrom: fitness\_function([chrom])[0])

    # Selección de los mejores

    new\_population = [population[0], population[1]]  # Elitismo

    wheel = create\_wheel(fitness\_values)

    while len(new\_population) < N\_chromosomes:

        p1 = random.choice(wheel)

        p2 = random.choice(wheel)

        offspring1, offspring2 = crossover\_and\_mutate(population[p1], population[p2])

        new\_population.append(offspring1)

        new\_population.append(offspring2)

    return new\_population[:N\_chromosomes]

# Botón para avanzar generaciones

def create\_button*()*:

    button = widgets.Button(

        description='Next Generation',

        disabled=False,

        button\_style='',  # 'success', 'info', 'warning', 'danger'

        tooltip='Next Generation',

        icon='check'  # Icono (FontAwesome)

    )

    return button

# Función para ejecutar la siguiente generación (Ackley)

def next\_generation\_ackley\_callback*(b)*:

    global population\_ackley, n

    display.clear\_output(wait=True)

    display.display(button\_ackley)

    population\_ackley = next\_generation(population\_ackley, evaluate\_ackley\_population)

    n += 1

    # Mostrar los mejores cromosomas y el valor de fitness

    best\_chrom = population\_ackley[0]

    x\_best = decode\_chromosome(best\_chrom)

    y\_best = decode\_chromosome(best\_chrom)

    print(f"Generation {n}: Best solution so far: f({x\_best}, {y\_best}) = {ackley\_function(x\_best, y\_best)}")

# Función para ejecutar la siguiente generación (Rastrigin)

def next\_generation\_rastrigin\_callback*(b)*:

    global population\_rastrigin, n

    display.clear\_output(wait=True)

    display.display(button\_rastrigin)

    population\_rastrigin = next\_generation(population\_rastrigin, evaluate\_rastrigin\_population)

    n += 1

    # Mostrar los mejores cromosomas y el valor de fitness

    best\_chrom = population\_rastrigin[0]

    x\_best = decode\_chromosome(best\_chrom)

    y\_best = decode\_chromosome(best\_chrom)

    z\_best = decode\_chromosome(best\_chrom)

    print(f"Generation {n}: Best solution so far: f({x\_best}, {y\_best}, {z\_best}) = {rastrigin\_function(x\_best, y\_best, z\_best)}")

# Crear el botón para Ackley

button\_ackley = create\_button()

button\_ackley.on\_click(next\_generation\_ackley\_callback)

# Crear el botón para Rastrigin

button\_rastrigin = create\_button()

button\_rastrigin.on\_click(next\_generation\_rastrigin\_callback)

# Inicialización de las poblaciones

population\_ackley = [random\_chromosome() for \_ in range(N\_chromosomes)]

population\_rastrigin = [random\_chromosome() for \_ in range(N\_chromosomes)]

# Mostrar el botón para Ackley

display.display(button\_ackley)

# Mostrar el botón para Rastrigin

display.display(button\_rastrigin)